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**Средства синхронизации процессов и потоков**

Существует достаточно обширный класс средств операционной системы, с помощью которых обеспечивается взаимная синхронизация процессов и потоков. Потребность в синхронизации потоков возникает только в мультипрограммной операционной системе и связана с совместным использованием аппаратных и информационных ресурсов вычислительной системы. Синхронизация необходима для исключения гонок и тупиков при обмене данными между потоками, разделении данных, при доступе к процессору и устройствам ввода-вывода.

Любое взаимодействие процессов или потоков связано с их синхронизацией, которая заключается в согласовании их скоростей путем приостановки потока до наступления некоторого события и последующей его активизации при наступлении этого события. Синхронизация лежит в основе любого взаимодействия потоков, связано ли это взаимодействие с разделением ресурсов или с обменом данными.

**Критические секции**

Последовательность инструкций, *одновременное выполнение* которой может привести к неправильным результатам называется *критической секцией.* Каждая критическая секция требует реализации взаимного исключения по отношению к одной конкретной разделяемой единице данных (переменной в общей памяти, целому файлу или записи в файле и т.п.), которая выступает в качестве последовательно используемого, требующего монопольного доступа ресурса.

На критическую секцию, связанную с доступом к какому-либо разделяемому несколькими процессами информационному ресурсу, налагаются следующие *требования*:

1. в любой момент времени только один процесс может находиться в своей критической секции по данному ресурсу (это главное требование - взаимное исключение);
2. ни один процесс не должен ждать бесконечно долго входа в критическую секцию (реализация взаимного исключения не должна приводить к ошибкам или невозможности выполнения процессами своих функций - взаимное исключение только устанавливает порядок доступа к общим ресурсам, исключающий их разрушение);
3. ни один процесс не может находиться в своей критической секции бесконечно долго (это следствие предыдущего требования - все процессы в течение приемлемого времени должны получить доступ к разделяемым данным для выполнения своих функций);
4. никакой процесс, находящийся вне своей критической секции, не должен задерживать выполнение других процессов, ожидающих входа в свои критические секции.

**Использование критической секции**

В качестве примера было решено привести вывод различными потоками сообщения в консоли. В данном случае *cout* является разделяемым ресурсом, за который «борются» 4 потока. Код программы выглядит следующим образом:

#include "pch.h"

#include <iostream>

#include <thread>

using namespace std;

void Inc()

{

cout << " Сейчас выполянется поток = " << this\_thread::get\_id()

<< " а сейчас = " << this\_thread::get\_id() << '\n';

}

int main()

{

setlocale(0, "");

thread t1(Inc);

thread t2(Inc);

thread t3(Inc);

thread t4(Inc);

t1.join();

t2.join();

t3.join();

t4.join();

return 0;

}

В этом коде поток создается с помощью thread – реализации многопоточной работы с помощью библиотеки С++. С++ thread в конечном счете все равно вызовет CreateThread, это сделает C++ Runtime. Так что по сути это то же самое, что изначально создать процесс CreateThread, однако выглядит более компактно.  Кроме того, использование CreateThread сразу сделает невозможной компиляцию программы под другой операционкой, поскольку в разной ОС различные функции С++. Но в следующих примерах все же было решено использовать CreateThread.

Данный пример наиболее наглядно показывает, когда какой поток выполнялся. Конечно, сообщения «Сейчас выполняется поток =», «а сейчас =» могут быть написаны любым потоком, однако кое-какая последовательность получения доступа к консоли прослеживается. Например на данном примере первый поток (любой из четырех) вывел первую часть предложения, после чего другой поток отобрал доступ к выводу и так же вывел первую часть предложения, после этого сообщение мог вывести любой из 4 потоков и т.д.

![](data:image/png;base64,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)

Чтобы предотвратить некорректное выполнение конкурирующих за доступ к общим данным потоков было решено воспользоваться критической секцией – наиболее простым механизмом синхронизации доступа к разделяемым ресурсам. Их можно использовать для синхронизации потоков, работающих в рамках одного процесса. Поскольку в данной программе не создаются дополнительные процессы, было решено воспользоваться данным способом решения проблемы взаимного исключения.

CRITICAL\_SECTION csWindowsPaint; располагается в области глобальных переменных, доступной всем выполняющимся потокам процесса. Так как у каждого процесса свое собственное адресное пространство, адрес критической секции *нельзя передать другим процессам*. Структура CRITICAL\_SECTION и указатели на нее определены в файле winbase.h (он автоматически включается при включении файла windows.h), поэтому для модификации кода программы была добавлена библиотека windows.h. Код новой программы представлен ниже.

#include "pch.h"

#include <iostream>

#include <thread>

#include "windows.h"

using namespace std;

CRITICAL\_SECTION criticalsect;

void Inc()

{

EnterCriticalSection(&criticalsect);

cout << " Сейчас выполянется поток = " << this\_thread::get\_id()

<< " а сейчас = " << this\_thread::get\_id() << '\n';

LeaveCriticalSection(&criticalsect);

}

int main()

{

InitializeCriticalSection(&criticalsect);

setlocale(0, "");

thread t1(Inc);

thread t2(Inc);

thread t3(Inc);

thread t4(Inc);

t1.join();

t2.join();

t3.join();

t4.join();

return 0;

}

Перед использованием критическая секция была проинициализирована в main с помощью функции InitializeCriticalSection, которой передается единственный параметр – адрес структуры типа CRITICAL\_SECTION. Для входа в критическую секцию использовалась функция EnterCriticalSection. Если один из потоков процесса вошел в критическую секцию, при попытке других потоков войти в нее они будут переведены в состояние ожидания, пока поток, занявший критическую секцию, не выйдет из нее с помощью функции LeaveCriticalSection. Таким образом гарантируется, что фрагмент кода, заключенный между вызовами функций, представляющих вход в критическую секцию и выход из нее, будет выполняться потоками одного процесса последовательно. Выход одного потока из занятой им критической секции может активизировать следующий поток, ожидающий входа в указанную параметром критическую секцию.

Результат выполнения модифицированной программы:
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**Реализация задачи «писателей-читателей» при однократной записи и считывании данных**

В задаче писателей-читателе для организации взаимодействия двух процессов, обмена сообщениями между ними используется буфер, в который сообщения помещаются в виде отдельных записей. Существует два процесса, один из которых является процессом-производителем (“писателем”), помещающим данные в буфер, а второй - процессом-потребителем (“читателем”), считывающим из буфера данные, записанные в него первым процессом, в порядке их размещения в буфере.

Для того чтобы реализовать данную задачу при однократной записи и считывании данных было решено использовать объекты семафоры (однако можно было бы использовать и Mutex, поскольку лимит надо сделать на 1 запись, что можно воплотить и с помощью мьютексов). Его преимущество состоит в том, что он позволяет установить счетчик при организации доступа к ресурсу: возможность параллельной работы с ресурсом обеспечивается для заранее определенного ограниченного числа задач (потоков). Потоки, пытающиеся получить доступ к ресурсам сверх установленного лимита, будут переведены в состояние ожидания, пока какой-либо поток, получивший доступ к ресурсу раньше, не освободит его. В данной задаче необходимо поставить лимит на 1 поток, обращающийся к процедуре чтения и записи.

Код выглядит следующим образом:

#include "pch.h"

#include <windows.h>

#include <stdio.h>

#include <process.h>

#include <iostream>

#include <fstream>

#include <string>

#include <thread>

#include <mutex>

#include <time.h>

using namespace std;

HANDLE hSem;

unsigned long wThread;

unsigned long rThread;

HANDLE wThr;

HANDLE rThr;

static string students[1] = {};

void Writer(void\*)

{

ofstream file("Entry.txt");

string text;

cout << "Input text: ";

cin >> text;

file << text;

file.close();

ReleaseSemaphore(hSem, 1, NULL);

}

void Reader(void\*)

{

WaitForSingleObject(hSem, INFINITE);

char buff[50];

ifstream file("Entry.txt");

while (file.getline(buff, 50))

{

cout << buff << endl;

}

file.close();

cout << buff << endl;

ReleaseSemaphore(hSem, 1, NULL);

}

int main(void)

{

hSem = CreateSemaphore(NULL, 0, 1, NULL);

wThr = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Writer, NULL, 0, &wThread);

rThr = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Reader, NULL, 0, &rThread);

WaitForSingleObject(rThr, INFINITE);

return 0;

}

В качестве писателя выступает пользователь, запустивший приложение. Данная программа позволяет ввести сообщение в консоли, после чего оно записывается в файл. При чтении сообщение достается из файла и выводится в консоли.

Для создания семафора вызывается функция CreateSemaphore с параметрами:

* LPSECURITY\_ATTRIBUTES lpSemaphoreAttributes – атрибуты защиты объекта;
* LONG lInitialCount – начальное значение счетчика семафора;
* LONG lMaximumCount – максимальное значение счетчика семафора;
* LPCTSTR lpName – адрес строки, содержащей имя объекта Semaphore.

Поскольку данный семафор используется в рамках одного приложения, последнее значение указано как NULL. Значение счетчика семафора уменьшается с помощью функции, которая позволяют захватить ресурс или организовать его ожидание, – функций WaitForSingleObject. Функция ReleaseSemaphore увеличивает значение счетчика. При вызове ей передаются следующие параметры:

* HANDLE hSemaphore – описатель семафора;
* LONG cReleaseCount – значение инкремента (счетчик увеличивается на заданную положительную величину);
* LPLONG lplPreviousCount – адрес переменной для записи предыдущего значения (значения, предшествующего вызову функции) счетчика.

Поскольку в начальном значении счетчика семафора было указано число 0, то поток для чтения не может войти в блок считывания информации, поскольку там установлено WaitForSingleObject(hSem, INFINITE) – а вычитать не из чего, минимальное значение семафора и так равно 0. Однако поток для записи, в конце метода записи увеличивает значение семафора с помощью ReleaseSemaphore(hSem, 1, NULL), и теперь другой поток может произвести чтение. Таким образом была решена проблема взаимного исключения.
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**Реализация задачи «писателей-читателей» при работе с циклическим буфером при условии, что выполняется только один «писатель» и только один «читатель».**

Проблема в этом случае состоит в том, что “читатель” не должен выполнять чтение из пустого буфера, в который еще не поместили информацию, а также не должен считывать одну и ту же информацию дважды; а “писатель” не должен пытаться писать информацию в переполненный буфер или переписывать записи, которые еще не были прочитаны “читателем”.

В данном случае требуется не только организовать взаимное исключение при доступе к общим данным, но и вести учет ресурсов, в качестве которых выступают свободные для записи области буфера (для процесса-производителя) и записи, размещенные в буфере “писателем” (для процесса-потребителя).

В связи с поставленной задачей было решено использовать для решения проблемы взаимного исключения 2 семафора (для чтения и записи) и мьютекс (для поддержания порядка между двумя процессами – записью и чтением).

Главное отличие мьютекса от критической секции является то, что его могут использовать для синхронизации задач, выполняющихся в рамках различных процессов. В отличие от семафора в мьютексе нельзя задать счетчик при организации доступа к ресурсу (он может быть только в 2 состояниях – отмеченном и неотмеченном).

#include "pch.h"

#include <iostream>

#include <windows.h>

#include <fstream>

using namespace std;

HANDLE hSemWrite;

HANDLE hSemRead;

HANDLE hMut;

unsigned long wThrID;

unsigned long rThrID;

HANDLE wThr;

HANDLE rThr;

HANDLE hThreads[2]; // для двух потоков

int arr[3]; // массив играющий роль буфера

int wasReaded;

int forW;

void Reader(void\*)

{

for (int j = 0; j < 10; j++)

{

WaitForSingleObject(hSemRead, INFINITE);

WaitForSingleObject(hMut, INFINITE);

cout << "I read this " << arr[wasReaded] << endl;

wasReaded++;

if (wasReaded > 2)

wasReaded = 0;

ReleaseMutex(hMut);

ReleaseSemaphore(hSemWrite, 1, NULL);

}

}

void Writer(void\*)

{

for (int i = 0; i < 10; i++)

{

WaitForSingleObject(hSemWrite, INFINITE);

WaitForSingleObject(hMut, INFINITE);

arr[forW] = i + 1;

cout << "I write this " << arr[forW] << endl;

forW++;

if (forW == 3)

{

forW = 0;

}

ReleaseMutex(hMut);

ReleaseSemaphore(hSemRead, 1, NULL);

}

}

int main(void)

{

hSemWrite = CreateSemaphore(NULL, 3, 3, NULL);

hSemRead = CreateSemaphore(NULL, 0, 3, NULL);

hMut = CreateMutex(NULL, FALSE, NULL);

wThr = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Writer, NULL, 0, &wThrID);

rThr = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Reader, NULL, 0, &rThrID);

hThreads[0] = wThr;

hThreads[1] = rThr;

WaitForMultipleObjects(2, hThreads, TRUE, INFINITE);

return 0;

}

Семафоры создаются с помощью функции CreateSemaphore, причем семафор для записи в качестве начального и максимального значения имеет одно и то же число – 3 – длина массива, который в этом случае играет роль буфера. Семафор для чтения изначально имеет значение 0, а максимальное равняется так же 3. Нулевое значение семафора для чтения предотвращает возможность считывания записей, до того, как их записали. А начальное значение семафора для записи обеспечивает первоначальную запись в буфер, так как максимальное число записей, хранящихся в буфере равно 3, то после прочтения, часть записей перезаписываетя. Мьютекс создается с помощью функции CreateMutex, которой передаются параметры:

* LPSECURITY\_ATTRIBUTES lpMutexAttributes – атрибуты защиты объекта;
* BOOL bInitialState – флаг начального состояния объекта (TRUE – поток, создавший объект будет им владеть сразу после создания, FALSE – после создания Mutex не будет принадлежать ни одному потоку до его явного захвата с помощью специальной функции);
* LPCTSTR lpName – адрес строки, содержащей имя объекта Mutex.

В качестве параметра для начального состояния был установлен флаг FALSE, поскольку нам надо, чтобы созданный мьютекс не принадлежал ни одному потоку, пока он не зайдет в метод Writer. В методах чтения и записи функция WaitForSingleObject(hMut, INFINITE) является вложенной в функции WaitForSingleObject(hSemRead, INFINITE) и WaitForSingleObject(hSemWrite, INFINITE) соответственно, и предотвращает возможность выполнения обеих задач одновременно. Однако в начале выполнения обоих методов стоит уменьшение значения соответствующего методу семафора на 1 или же ожидание, пока ресурс можно будет захватить. После этого выполняются действия по записи или чтению в массив и вывод в консоль, что было сделано. Затем мьютекс освобождается, после чего значения для другого семафора увеличивается на единицу – это дает доступ к другому методу. Например, в методе чтения семафор для чтения уменьшает значение на 1, но потом не прибавляет его – это происходит только в методе записи, а в методе чтения увеличивается значение только для семафора записи, что обеспечивает очередность выполнения. В самом конце с помощью WaitForMultipleObjects(2, hThreads, TRUE, INFINITE) с параметрами:

* DWORD cObjects – количество описателей объектов в массиве, для завершения которых организуется ожидание;
* CONST HANDLE \*lphObjects – адрес массива описателей объектов, для завершения которых организуется ожидание;
* BOOL fWaitAll – тип ожидания: если передается значение TRUE, поток переводится в состояние ожидания до тех пор, пока все задачи или процессы, идентификаторы которых указаны в массиве, не завершат свою работу; если же передается значение FALSE, ожидание прекращается, когда один из указанных объектов завершит свою работу;
* DWORD dwTimeOut – время ожидания в миллисекундах.

организовывается ожидание завершения сразу нескольких потоков – для записи и чтения. Данный код позволяет не только поочередно выводить запись – чтение, но и есть несколько раз (до 3, по объему буфера) записывать данные, так как максимальное значение для семафора записи = 3, то заходя 3 раза подряд, оно станет 0, после чего доступ к записи будет закрыт до тех пор, пока не прочитают хоть одну запись. Аналогично происходит с чтением. Если занесли 3 записи, то поток чтения может выполнится 3 раза подряд, или же выполнятся по одному.

На данном скриншоте отлично демонстрируется то, что методы чтения и записи происходят поочередно, причем вначале происходит занесение записи, а потом ее чтение. Как можно заметить, в данном случае поток для записи выполнялся 2 раза подряд, но несмотря на это все данные выводятся верно, нет чтения одной и той же записи или пропущенных значений.

**Реализация задачи «писателей-читателей» при работе с циклическим буфером при условии, что выполняется несколько «писателей» и несколько «читателей»**

По отношению к предыдущим задачам писателей-читателей, в этой проблему составляет то, что их может быть n-ое количество. В связи с этим необходимо добавить еще дополнительные мьютексы, которые будут отслеживать, что данную запись единовременно редактирует только один писатель/читатель, тем самым предотвратив запись/чтение в одну и ту же ячейку.

#include "pch.h"

#include <iostream>

#include <windows.h>

#include <thread>

#define THREADCOUNT 4

using namespace std;

HANDLE hSemWrite;

HANDLE hSemRead;

HANDLE hMut;

HANDLE hMutW;

HANDLE hMutR;

HANDLE hThr;

HANDLE hThreads[THREADCOUNT];

unsigned long ThrID;

int arr[3]; // массив играющий роль буфера

int wasReaded;

int forW;

int i;

int j;

void Writer(void\*)

{

while (true) {

WaitForSingleObject(hMutW, INFINITE);

if (i < 9)

{

WaitForSingleObject(hSemWrite, INFINITE);

WaitForSingleObject(hMut, INFINITE);

arr[forW] = ++i;

cout << "I write this " << arr[forW] << " thread " << this\_thread::get\_id() << endl;

if (++forW == 3)

forW = 0;

ReleaseMutex(hMut);

ReleaseMutex(hMutW);

ReleaseSemaphore(hSemRead, 1, NULL);

}

else ReleaseMutex(hMutW);

}

}

void Reader(void\*)

{

while (true) {

WaitForSingleObject(hMutR, INFINITE);

if (j < 9)

{

WaitForSingleObject(hSemRead, INFINITE);

WaitForSingleObject(hMut, INFINITE);

cout << "I read this " << arr[wasReaded] << " thread " << this\_thread::get\_id() << endl;

wasReaded++;

if (wasReaded > 2)

wasReaded = 0;

j++;

ReleaseMutex(hMut);

ReleaseMutex(hMutR);

ReleaseSemaphore(hSemWrite, 1, NULL);

}

else ReleaseMutex(hMutR);

}

}

int main(void)

{

hSemWrite = CreateSemaphore(NULL, 3, 3, NULL);

hSemRead = CreateSemaphore(NULL, 0, 3, NULL);

hMut = CreateMutex(NULL, FALSE, NULL);

hMutW = CreateMutex(NULL, FALSE, NULL);

hMutR = CreateMutex(NULL, FALSE, NULL);

for (int i = 0; i < THREADCOUNT; i++)

{

if (i % 2 == 0) hThr = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Writer, NULL, 0, &ThrID);

else

hThr = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Reader, NULL, 0, &ThrID);

hThreads[i] = hThr;

}

WaitForMultipleObjects(THREADCOUNT, hThreads, TRUE, 1000);

return 0;

}

Код аналогичный предыдущему лишь с 2 добавленными мьютексами, которые вызываются внутри каждого метода и регулируют работу нескольких писателей и читателей, ограничивая запись в одну и ту же ячейку несколько раз, чтение аналогично. Для корректной работы hMutW и hMutR ограничивают доступ к глобальным переменным i и j, поэтому они установлены перед условием if.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAAD2CAYAAADoDAqPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACH6SURBVHhe7Zy/jjVJct1nxiMgn28wJkHIF7AWbbly9+HWWFeujDUW9ASCjgxBIGTNExASvdGc4Xca5wtFZGRmRVZldecPaPSt+Hsi8tbX93bfmR//7u/+/td//ud/+uFwOLyP32/gf/mX//Xt8nA4vImPG/gvf/nLN9O/84c//OHbo3uhjqf6e+huMl2r9aP+TrsBI/tZzawWzQOtXHvGNlfROiv29NO3798VrCpeTWtRFUT1d9nH6vkzdt8PmNHCuZDL/GjW1hkw39Pg9ajg4wbehWwBq6iqX31AANpWz5/xdP8dmN0B86qfF+C798Czjbw8tengeu3Fk5aP9OZnjNSHTR+TrP8VfcTrewdWO/Hmh83q1HzPD2wP9YFRP7AxEVZPSx9snt8yGj/LLT+BI+EcDCAmilM749SmC6Jda2doLdZQm4K6Xo8sB2jMiL6n0bk4g9oUbz+tWP2ude1+6PP8Xv4IWtP2BVq/hyie9b0es5TfwJk4+GeW3EP1cjyuPkEArlft4GmyuVrn3zo/+iL/VeyZeBptf08LbV6+9qia4/b3wBxAh6mCNVfUvgo12SfBV4Pn4p0RbdanN4Xa70I1aX+rpXXzrqLkBqZgDIDHqwdBffbwyPwZV/MtWk939Vaq92NZXT+CPe+8Aa9S9ndgHd4uoqe2jSEaqzG2Rk+PjKi+Z6fNXlsi/4i+rPZdeHsAnp02XPfMnsXYHlofZP4Mmx+hcUBjWz1beVc4n8Q6HF7Mdn8HPhwO/Zwb+HB4Meez0B3objJdq/Tvcj4eI/tZzayWbL9P+yN++rd/+z+/P9CE3uS7sUNWE9V/eh/UBR3UsnoXHrvuR5nRku33aX+L7V5C6xBK70CzVNWP9L+d1ft/kuzMdj7TH3/++edff/nll98v9F+CEbw8tenh67UXT1o+0pufMVIfNn1Msv5X9Fm8/iux2ok3P2xWn+Z7fmB7qA+M+oGN6cXTp1i/9oYt8kfXlsyv3PITOBMKEBPFqZ1xatOBadfaGVqLNdSmoK7XI8sBGjOiT9Fad6G9OEPU39tPK1a/a13aCH2e38ufAXW0liXy6+OWX/MjvPwW5Tdwj8BecaP0LOgqM9r1AAGuZ+po/q5k2lrn3zo/+iJ/BXouXp/Iz8c6l83XXKCPiVcn4/b3wBRnB6qANVfUvgo14ZDs4fYwc7g7Qv3ch0Kb9ensat+RWX2z51tyA7MpRODx6icb6rOHR+bPuJpv0Xq6q1683JH8alb3v3u+rF+VHtaw94W1j/T7+CWWTRi9+VSEJ0jxakeCNVZjbI2eHhlRfc9Om722RP4RfVntu/D2ADw7bbjumT2LsT20Psj8GSP9wRV/lkt6tH/3W+jD4fAutvs78OFw6OfcwIfDiyl7D3wXrfcSs4zUZOyq/aD+rruPWHEms1zR0pMbnY/mEo2z/qo9ffwE1oJVxVdwRZu3ZLDLvJG+Xdh9f2BWC2dDflQjmt/mMp92r3ZUa5Qv8xK6amF6CFVAW5W+Veyu7wqcLTrXkfO5e0+ln4UGyPXq2MFsj1E/6NXp5QJPH2z6mIzq69WmeH13wM5GvP3AZufQfM8PbA/1gVE/sDERnh6PKE7teMzvaiPWd5XSD3JYKFQFM1aHAvR5fi9/BM1hjagOetGnGrIcoDGa+3Z0bs6oNsXbXytWv2tduz/6PL+XPwPq8KsS1aRaKyh/CQ2BkbjWcuiL/Hcxs1jmUDuuqw7obWRzY0dRTOv86Yv8Fei5VfZhLZ27qn75DUyRugxCm/XpgGp/E9SOWSoP/7PB8/XOmjbr+wzPD1Kt/5FfYj39JK/ur/V4QE/Ot5rq/VlW11/J3f/AlPwduCc3i1E/fLxmXObvwdYgnr3VX4n8s7qUkRp34O0JeHbacN2zmyzG9tD6IPNntPpbH8liWv5eXRnns9CHw4v5Mn8HPhw+I+cGPhxezHafhaaOp/p76G4yXav073I+HiP7Wc2slpH92jO2uYrWWbGnj5/AWrCqeDWtRVUQ1X96H/qEoZbVu/DYdT/KjJaR/bb2znxPg9ejgu1eQmcLWEVV/eoDAitqjrJ6/29gdgd681bz4z/8x59//cf/ef6/0B5efdj0Mcn6X9Fn8fqvxGon3vywWX2a7/mB7aE+MOoHNibC6mnpg83zW0bjZ7nlJ3AknIMBxERxamec2nRBtGvtDK3FGmpTUNfrkeUAjRnRR5Cjte5Ce3GGqD/00ZdppV/jbC6hz/N7+SNoTdsXaP0eonjW93rMUn4DZ+Lgn1lyD9XL8bj6BAG4nq1ja+1GNlfr/FvnR1/kv4ruFngabX9PC21evvaomuP298AcQIepgjVX1L4KNdknwVeD5+KdEW3WpzeF2u9CNWl/q6V1866i5AamYAyAx6sHQX328Mj8GVfzLVpPd9VLtZ6rrNbz1LzseecNeJWPX2LZhY0OocPbRfTUtjFEYzXG1ujpkRHV9+y02WtL5B/VdzW/Am8PwLPThuse7VmM7aH1QebPsPkRGgc0ttWzlXeF81now+HFbPd34MPh0M+5gQ+HF7PdZ6Ezet+rjDBSs/U+5wpv2b/HijOZZUaL3b2CGpFf62fnl/ln+fgJrAWriq/giraeg3gC6oIOaom0Psmu+1OuaOH+oxrq15js/Fae75d5CV21MD2Er0TV/j4jTz4nvvsttP5LMYIeLnK9OvYJYHuM+kGvTi8XePpg08dkVF+vNg+v/5PY2Yi3H9isfs33/MD2UB8Y9QMbM4Jq9PS2yOJH67Uo/SCHhUJVMGNpI/R5fi9/BM1hjagOetGnGrIcoDGaO4LW2gXVwhkjfd7+WrH6XevSRujz/F7+FbSeAju/PNQX6cj8o5S/hIbAlngOYKEv8t/FzGKZQ+24nqmj+W8l044Zo5jW+dMX+atgfdWIx/oFPB2Z36t9ld9u4L/99rAGitNhCG3Wp4Op/U1QO2bxDi9jxeHuCOfjvhTarO+u58fKM1hV+5FfYmEYDvQE1f21Hg9opL6XO5J/N6v17TZ/pqfHD1ac748///yffv3ll3/6/wqO/EvRk5vFqB8+XuvQxPP3YGsQz97qr0T+WV3KSI078PYEPDttuO7ZTRZje2h9kPl7aOVofWBjWn7rIyPaIj5u4MPh8D6+zN+BD4fPyLmBD4cXs91noVvvQ55Cd5PpukP/bjsa2c9qZrVoHrC5T/sjPn4Ca0Jv8t3YIauJ6u+0j9U7aPGG/cxo4VzIZb7O+rS/xXYvoXUIpXegWarqR/orWL2DFk/2Xk12ZivP9Cqln4XWPLXp4eu1F09aPtKbnzFSHzZ9TLL+V/SBrP9KrHbize/p0/xIv+2hPjDqBzamF0+fYv3aG7bIH11bMr9yy0/gTChATBSndsapTQemXWtnaC3WUJuCul6PLAdozIg+zX8C7csZIi3eflqx+l3r0kbo8/xe/gyoo7UskV8ft/yaH+Hltyi/gXsE9oobpWdBV5nRrgcIcD1Tx863etYZsrmgOYqx8yn0Rf4K9Fy8PpGfj3Uum6+5QB8Tr07G7e+BKc4OVAFrrqh9FWrCIdnDzdCZ8EX08VugZjsLoM369Imt9h2Z1Tdz84KSG5hNIQKPZ8X0gvrs4ZH5M67mW7Se7uqtVO/Hsrq+JetXpYc17H1h7SP9yv4OrCI8QYpXOxKssRpja/T0yIjqe3ba7LUl8s/oA1V1ZvD2ADw7bbju0ZzF2B5aH2T+jJH+4Io/yyU92n/8h//yx1//8b/++dvl4XB4Ez/97//+128PD4fD29jugxyHw6Gf7T4LndF6LzHLSE3GVu/nLfv3WHEms1zR0pOLGM9nzw9onPVX7enjJ7AWrCq+givavCWDp+elLuiglkjrk+y6P2VWi3cGlmh+m8t82r3aUa1RvsxL6KqF6SFUsaJmNVX72xG9wTzg753/7j2V3MAckOL1MdEY6wMj/lE0p6eO59c86wOZ/83oPD0zWr/NsX6gMdYHRvzVVP0Du0Jb6Qc5LBTM77oIOwx9nt/LH0FzWCOqg170qYYsB2iM5vaCHK21C6qFM0b6oJ++bBb6Nc7mEvo8v5c/A+rwqxLVpForKH8JDYGRuNZy6Iv8dzGzWOZQO65n69habyObG3NFMa3zpy/yV7Bq/6ylc1fVL7+BKVKXQWizPh1Q7W+C2jFL5eF/Nni+3lnTZn2f4flBqvU/8kusp5/k1f21Hg9opH61ntWs1vu2fSh3/wNT8nfgntwsRv3w8Zpxmb8HW4N49lZ/JfKP6AJX8+/A2xPw7LThume2LMb20Pog82e0+lsfyWJa/l5dGd/9HzkOh8O7eOQl9OFwqOHcwIfDi/nxj3/8z7/++c//bdlr9FGo46n+HrqbTNcK/fZsyC47GtnPama12B23cu0ZR+cDtM6KPf3017/+j98faMGq4tW0FlVBVH+XfUCHft3N7vsBM1o4l+41mrX1HGS+p8HrUcF2L6GzBayiqn71Ae3C6v2/gdkd6M1bzfn/Qv/GSH3Y9DHJ+lfoG8mpxGon3vywWb2a7/mB7aE+MOoHNibC6mnpg83zW0bjZ7nlJ3AknIMBxERxamec2nRBtGvtDK3FGmpTUNfrkeUAjRnRR5DDrzvRuTiD2hRoszO2YvW71rUz0uf5vfwRtKbtC7R+D1E863s9Zim/gTNx8M8suYfq5XhcfYIAXI/UYbzmrZ5zlmyu1vm3zo++yH8V3S3wNNr+nhbavHztUTXH7e+BOYAOUwVrrqh9FWqyT4KvBs/FOyParE9vCrXfhWrS/lZL6+ZdRckNTMEYAI9XD4L67OGR+TOu5lu0nu6ql2o9V1mt56l52fPOG/Aq5/8LLUT1PTtt9toS+Uf1Xc2vwNsD8Oy04bpHexZje2h9kPkzbH6ExgGNbfVs5V3hfBb6cHgx2/0d+HA49HNu4MPhxZS9B76L3vcqI4zUbL3PqeKOHpWsOJNZZrRojgU1Ir/WtzG2d+af5eMnsBasKr6CK9p6DuJpWk+mp3nD/q5oQS6/PNSvMdyL2nVXmf8KX+YldNXC9BCqqdK4gp21Pc3K50RG6WehAXK9OvYJYHuM+kGvTi8XePpg08dkVF+vNpL1fxI7G/H24+nX/Gg+20N9YNQPbMwIqtHT2yKLH63X4refwH/77eE8mVAVzFjaCH2e38sfQXNYI6qDXvSphiwHaIzmZmj+jqguzhhp9fbXitXvWpc2Qp/n9/KvoPUU2Pnlob5IR+Yf5acf/sPffHtYAwS2xHMAC32R/y5mFsscasf1TB07/9O7mCGbGzNFMXZ+hb7IXwXrq0aeJ7+ApyPze7WvUv4emOJ0GEKb9elgan8T1I5ZvMNrwVx+EX38WeBMdlZAm/Xd9fxYcYORVbV/+uFf/++3h/cx8ySvpLq/1uMBPTnfaqr3Z1ldf5RMT48f6HOjFT9Cyd+Be3KzGPXDx2sdmnj+HmwN4tlb/ZXIP6JLqaqzAm9PwLPThuuembIY20Prg8zfQytH6wMb0/JbHxnRFnE+C304vJjzUcrD4cWcG/hweDHbfRa69T7kKXQ3ma6V+kd03MlOuma1aB6wuU/7Iz5+AmtCb/Ld2CGriervsA9qg5an9Oy8HzKjxdutzvq0v8V2L6F1CKV3oFmq6kf6r6AH/BSr9/8k2ZmtONMqSj8LrXlq08PXay+etHykNz9jpD5s+phk/Sv0jeRUYrUTb37YrF7N9/zA9lAfGPUDG9OLp0+xfu0NW+SPri2ZX7nlJ3AmFCAmilM749SmA9OutTO0FmuoTUFdr0eWAzRmRB9BDr/uROfiDGpToM3O2IrV71rXzkif5/fyZ0AdrWWJ/Pq45df8CC+/RfkN3COwV9woPQu6yox2PUCA69k6ttZuZHO1zr91fvRF/gqy/UZ+Pta5bL7mAn1MvDoZt78Hpjg7UAWsuaL2VagJh2QP9yvBc/HOiDbr0ye22ndkVt/MzQtKbmA2hQg8nhXTC+qzh0fmz7iab9F6uqu3Ur0fy+r6lqxflR7WsPeFtY/0K/s7sIrwBCle7UiwxmqMrdHTIyOq79lps9eWyD+q72p+Bd4egGenDdc92rMY20Prg8yfMdIfXPFnuaRH+/ks9OHwYrb7O/DhcOjn3MCHw4vZ7rPQGa33ErOM1GRs5X6uvAfagRVnMssVLT25iPF83hlqnPVX7enjJ7AWrCq+givavCWDXeaFDv3ajd33B2a1cLbW7qP5bS7zafdqR7VG+TIvoasWpofwlaja347oDeYBf+/8d++p5AbmgBSvj4nGWB8Y8Y+iOT11PL/mWR/I/G9G5+mZ0fptjvUDjbE+MOKvpuof7RXaSm7g1r9c+l0XYYehz/N7+SNoDmtEddCLPtWQ5QCN0dxekMOvndC5OaPaFGi3O2jF6neta3dAn+f38mdAHX5VoppUawXlL6EhMBLXWg59kf8uZhbLHGrH9Ugdxmve03uYJZsbc0UxrfOnL/JXsGr/rKVzV9Uvv4EpUpdBaLM+HVDtb4LaMUvl4X82eL7eWdNmfZ/h+UGq9T/yS6ynn+TV/bUeD2ikfrWe1azW+7Z9KHf/A1Pyd+Ce3CxG/fDxmnGZvwdbg3j2Vn8l8o/oAlfz78DbE/DstOG6Z7YsxvbQ+iDzZ7T6Wx/JYlr+Xl0Z57PQh8OLeeQl9OFwqOHcwIfDi9nus9DU8VR/D91NpmuFfns2yg57GtnPama12B23cu0Z957Pij19/ATWglXFq2ktqoKo/i77gA5+PcHu+wEzWjiX7jaatfUcZL6nwetRwXYvobMFrKKqfvUB7cLq/b+B2R3ozVvNd7+Fnm3k5alNB9drL560fKQ3P2OkPmz6mGT9r+jz8DSswmon3vywWW2a7/mB7aE+MOoHNibC6mnpg83zW0bjZ7nlJ3AknIMBxERxamec2nRBtGvtDK3FGmpTUNfrkeUAjRnRZ9F6d6B9OEPU29tPK1a/a13aCH2e38sfQWvavkDr9xDFs77XY5byGzgTB//MknuoXo7H1ScIwPXsDrTGjmS6WuffOj/6Iv9V7Jl4Gm1/TwttXr72qJrj9vfAHECHqYI1V9S+CjXZJ8EIrSfHW6B27kOhzfp0brXfhWrS/lbLE+dTcgNTMAbA49WDoD57eGT+jKv5Fq2nu3or1fuxrK4fwZ533oBXKfs7sA5vF9FT28YQjdUYW6OnR0ZU37PTZq8tkf+KvpncCrw9AM+uWntmz2JsD60PMn+GzY/QOKCxrZ6tvCucz0IfDi9mu78DHw6Hfs4NfDi8mO0+C53R+15lhJGarfc5V1kx2x3spHtGi+ZYUCPya30bY3tn/lk+fgJrwariK7iirecgnoLaoGXX/e+8P3JFC3cf1VC/xnhnp7vK/Ff4Mi+hqxamh1CFHvCuVO3vM7LiOdFL6WehAXK9OvYJYHuM+kGvTi8XePpg08dkVF+vNuD12wk7G/H2A5udR/M9P7A91AdG/cDGjKAaPb0tsvjRei1KP8hhoVAVzFjaCH2e38sfQXNYI6qDXvSphiwHaIzm9oIcfu2Ezs0Z1aZAu91BK1a/a127A/o8v5d/Ba2nwM4vD/VFOjL/KOUvoSGwJZ4DWOiL/Hcxs1jmUDuuZ+vYWm8jmxtzRTGt86cv8lfB+qqR58Iv4OnI/F7tq5TfwBSnwxDarE8HU/uboHbM4h3e4d/h+XpnTZv13fX8WHGDkVW1H/kl1tNP8ur+Wo8H9OR8q6nen2V1/VEyPT1+oM+NVvwIJX8H7snNYtQPH691aOL5e7A1iGdv9Vci/4gucDX/Drw9Ac9OG657ZstibA+tDzJ/D60crQ9sTMtvfWREW8T5LPTh8GK+zN+BD4fPyLmBD4cXs91noVvvQ55Cd5PpWqV/l/PxGNnPama1ZPt92h/x8RNYE3qT78YOWU1U/+l9UBd0UMvqXXjsuh9lRku236f9LbZ7Ca1DKL0DzVJVP9L/dlbv/0myM9v5TEtuYByuPWC18bG9VjTG85FWTOTL0PieGp5f86wPZP4eZvOuon17ZrB+m2P9QGOsD4z4n2K295V/IG75CRyJ04FbQ6idcWpjHbWPLFNrsYbaFNT1emQ5QGNm9Wmtu9BenCHq7+2nFavftS5thD7P7+XPgDpayxL59XHLr/kRXn6L8hu4R2CvuFF6FnSVGe16gADXI3U0j6yec5ZsLuiOYuCL5qIv8leg5+L1ifx8rHPZfM0F+ph4dTJufw9McXagClhzRe2rUBMOyR7uCLvNNQr1cx8KbdanT2y178isvpmbF5TcwGwKEXg8K6YX1GcPj8yfcTXfovV0V2+lej+W1fUtWb8qPaxh7wtrH+lX9ndgFeEJUrzakWCN1Rhbo6dHRlTfs9Nmry2Rf1Tf1fwKvD0Az04brnu0ZzG2h9YHmT9jpD+44s9ySY/281now+HF3P4e+HA41HFu4MPhxWz3WeiM1nuJWUZqMrZyP9F7ILDrOSgrzmSWK1p6chHj+bwz1Djrr9rTx09gLVhVfAVXtHlLBrvMCx382pHd9wdmtXC21v6j+W0u82n3ake1RvkyL6GrFqaH8JWo2t+O6A3mAX/v/Hfv6bvfQmeDRKho5Hp17GC2x6gf9Or0coGnDzZ9TEb19WqL8DQ8hZ2NePuBzWrXfM8PbA/1gVE/sDERnh6PKE7teMzvaiPWd5XSD3JYKFQFM1aHAvR5fi9/BM1hjagOetGnGrIcoDGaO4rW2wHVwRkjbd7+WrH6XevSRujz/F7+DKjDr0pUk2qtoPwlNARG4lrLoS/y38XMYplD7biePSCt8UYy3ZgvimmdP32RvwI9t8o+rKVzV9Uvv4EpUpdBaLM+HVDtb4LaMcvs4XgH/dngbNyXQpv1fYbnB6nW/8gvsa48ySuo7q/1eEBPzrea6v1ZVtdfyd3/wJT8HbgnN4tRP3y8Zlzm78HWIJ691V+J/CO6iO25G96egGfXWXp2k8XYHlofZP6MVn/rI1lMy9+rK+N8FvpweDFf5u/Ah8Nn5NzAh8OL2e6z0NTxVH8P3U2ma5X+Xc7HY2Q/q5nVMrJfe8Y2V9E6K/b08RNYC1YVr6a1qAqi+k/vQ58w1LJ6Fx677keZ0TKy39beme9p8HpUsN1L6GwBq6iqX31Au7B6/29gdgd681ZT+llozVObDq7XXjxp+UhvfsZIfdj0Mcn6V+hjjtd/JVY78eaHLdILPD+wPdQHRv3AxkRYPS19sHl+y2j8LLf8BI6EczCAmChO7YxTmy6Idq2dobVYQ20K6no9shygMTP6kDOSV4XOxRnUpkCf6gWtWP2ude2c9Hl+L38ErWn7Aq3fQxTP+l6PWcpv4Ewc/DNL7qF6OR5XnyAA16N1bM5o/l1kulrn3zo/+iL/VXr2a/t7Wmjz8rVH1Ry3vwfmADpMFay5ovZVqMk+Cb4aPBfvjGizPr0p1H4Xqkn7Wy2tm3cVJTcwBWMAPF49COqzh0fmz7iab9F6uqtRbI2n0HlWsLp+xC77HaHs78A6vF1ET20bQzRWY2yNnh4ZUX3PTpu9tkT+UX2RtjuJNHh22nDdM3sWY3tofZD5M2x+hMYBjW31bOVd4XwW+nB4Mdv9HfhwOPRzbuDD4cVs91nojN73KiOM1Gy9z7nCW/bvseJMZpnRYnevoEbk1/rZ+WX+WT5+AmvBquIruKKt5yCegLqgg1oirU+y6/6UK1q4/6iG+jUmO7+V5/tlXkJXLUwP4StRtb/PyJPPidLPQgPkenXsE8D2GPWDXp1eLvD0waaPyai+Xm1Ac6P+T2JnI95+PP0989ke6gOjfmBjRlCNnt4WWfxovRalH+SwUKgKZixthD7P7+WPoDmsEdVBL/pUQ5YDNEZzM7Su1toF1cIZI33e/lqx+l3r0kbo8/xe/hW0ngI7vzzUF+nI/KOUv4SGwJZ4DmChL/LfxcximUPtuB6po3nk6T3Mks2NuaIY+KK56Yv8VbC+asRj/QKejszv1b5K+Q1McToMoc36dDC1vwlqxyze4fXy1vl74Xzcl0Kb9d31/Fhxg5FVtR/5JdbVJ/lVqvtrPR7Qk/Otpnp/ltX1R8n09PiBPjda8SOU/B24JzeLUT98vNahiefvwdYgnr3VX4n8I7rA1fw78PYEPDttuO6ZLYuxPbQ+yPw9tHK0PrAxLb/1kRFtEeez0IfDi/kyfwc+HD4j5wY+HF7M+Sz0b4zUZGz1ft6yf48VZzLLFS09uYjxfPb8gMZZf9WePn4Ca8Gq4iu4os1bMnh6XuqCDmqJtD7JrvtTZrV4Z2CJ5re5zKfdqx3VGuXLvISuWpgewleian87ojeYB/y989+9p5IbmANSvD4mGmN9YMQ/iub01PH8mmd9IPO/GZ2nZ0brtznWDzTG+sCIv5qqf7RXaCu5gVv/cul3XYQdhj7P7+WPoDmsEdVBL/pUQ5YDNEZzMzRnJO8udG7OqDYF+nUe0IrV71rX7oE+z+/lz4A6/KpENanWCspfQkNgJK61HPoi/13MLJY51I7r0To2ZzR/FzLd2FEU0zp/+iJ/BXoGlX1YS+euql9+A1OkLoPQZn06oNrfBLVjlsrD/2zwfL2zps36PsPzg1Trf+SXWE8/yav7az0e0Ex9W2NXdN4VrK6/krvP7nwW+jc8e6u/EvlHdIFI205EGj07bbju2U0WY3tofZD5M1r9rY9kMS1/r66M81now+HFPPIS+nA41HBu4MPhxZwb+HB4MecGPhxezLmBD4cXc27gw+HFnBv4cHgx5wY+HF7MuYEPhxdzbuDD4cWcG/hweDHnBj4cXsy5gQ+HF3Nu4MPhxXz3nxOu+m8WWZf17PVbeLtupXIGrb/rbt7+HLRnSN0fP4F1IDtkRm/crvTo15jd5s306JN09Gx70PotVu1tt/MYJdNPv3dv/n4Da0ALxPHL4tneREs/fd4Cd2FEzxMzrO715vMAs/p/fwn9pz/96feLnhuY2Fj6vBrW58XaAaL6JMqF/Up9awfW1xMLovjRa6B1gfqAl6P09iRRfZL112ubS7RGq35UK4rxsH6vpucjtBHbx/rBTL61e2js0C+xkMAvC23eIBkqyKuT+WmzMCbLB5F9hCu5GdS+Qj9zovqZ36Lx+h2whtqy+mrriakm02f9Gkes3eqM7BbtBUp/C90rwmLzcE2bAn/PgDa3t76Ns/T09+oqrfxWffpa+Zn+jKi+rYvraE6NuZvW/Orz/D1kufR7MS0faekHtOtuwxvYa0abtSuZiAjk4atVnzH88qDdxvD6in5bU2nVJFlMVJ95rf6E/h49Ftb3+tCGuq3azJvpX0GrP2dgDNGcbLaoBlC71uHjKE/x8oHWUH6/gaOkWUbrIc4KbOVqfA+j9Wf3wbwWPTFXyfTbXVjg11y97tlNT/9W/lW8/llP5PAr4279/K522pb+HRj1rBhia1/x9+juibEgB3HMZc7d14A2ALsXY0GMxio2z8aM+NVHO21ZHBntD2yMBTlRfxDlM24kd8QPn9fDghiNtcB3/r/Qh1fQ84T/ipT+EutwWIH+BIp+Gn1Vzk/gw+HFnBv4JryfHOfl4OEq5yX0Dej7N36B83LwcJVzA9/MuWkPlXz3WWiLvsTTnyLAXmfYJ25vHujpndW3ftCb3+pn+3hoLB7zO22Hwxw//PD/AAuQtvALXaq6AAAAAElFTkSuQmCC)

Как можно заметить, запись и чтение реализуют различные потоки, причем все записанные значения читаются, не повторяются при записи и чтении, не теряются. Так как буфер состоит из 3 элементов, то можно заметить, что новая итерация заполнения и чтения массива организовано верно, поскольку все записанное прочитывается.

**Реализация задачи «обедающих философов» («обедающих мудрецов») для произвольного числа запущенных процессов/потоков («философов»)**

“Пять философов садятся обедать за круглый стол, в центре которого стоит одно блюдо со спагетти. На столе имеется пять тарелок и пять вилок между ними. Философ может начать есть, если у него есть тарелка и две вилки, которые он может взять с двух сторон от своей тарелки. Философ может отдать вилки соседям только после того, как он закончит обед”.

На основе псевдокода была составлена следующая программа:

#include "pch.h"

#include <iostream>

#include <windows.h>

#include "windows.h"

#include "conio.h"

#include "stdlib.h"

#include "list"

#define min\_time 200

#define max\_time 1500

#define step 2

#define philCount 5

using namespace std;

list<int> Threads\_sequence;

HANDLE iteration = CreateEvent(NULL, TRUE, TRUE, NULL);

int philNumber = 0;

CRITICAL\_SECTION critSec;

HANDLE ev[philCount];

HANDLE Philosophers[philCount];

DWORD WINAPI philosopher(LPVOID arg)

{

const int leftFork = philNumber, rightFork = philNumber + 1;

SetEvent(iteration);

for (int i = 0; i < step; i++)

{

Sleep(min\_time + rand() % (max\_time - min\_time));

Threads\_sequence.push\_back(leftFork);

while (true)

{

if (Threads\_sequence.front() == leftFork) { Threads\_sequence.pop\_back(); break; }

else continue;

}

EnterCriticalSection(&critSec);

if (WaitForSingleObject(ev[leftFork], 1) == WAIT\_TIMEOUT)

{

if (WaitForSingleObject(ev[rightFork], 1) == WAIT\_TIMEOUT)

{

cout<<"Philosopher " << leftFork << " want to eat. Left and right forks are " << leftFork << " " << rightFork << endl;

SetEvent(ev[leftFork]);

SetEvent(ev[rightFork]);

LeaveCriticalSection(&critSec);

cout << "Philosopher " << leftFork << " begin Eating \n" << endl;

Sleep(min\_time + rand() % (max\_time - min\_time));

ResetEvent(ev[leftFork]);

ResetEvent(ev[rightFork]);

cout << "Philosopher " << leftFork << " end Eating " << endl;

}

else if (WaitForSingleObject(ev[rightFork], 1) == WAIT\_OBJECT\_0)

cout << "Philosopher " << leftFork << " want to eat. But right fork " << rightFork << " is unable " << endl;

}

else if (WaitForSingleObject(ev[leftFork], 1) == WAIT\_OBJECT\_0)

cout << "Philosopher " << leftFork << " want to eat. But left fork " << leftFork << " is unable " << endl;

else if (WaitForSingleObject(ev[rightFork], 1) == WAIT\_OBJECT\_0)

cout << "Philosopher " << leftFork << " want to eat. But right fork " << rightFork << " is unable " << endl;

else if ((WaitForSingleObject(ev[rightFork], 1) == WAIT\_OBJECT\_0) & (WaitForSingleObject(ev[leftFork], 1) == WAIT\_OBJECT\_0))

cout << "Philosopher " << leftFork << " want to eat. But left " << leftFork << " and right " << rightFork << " is unable " << endl;

LeaveCriticalSection(&critSec);

Sleep(1000);

}

return 0;

}

int main(int argc, char argv[])

{

InitializeCriticalSection(&critSec);

for (int i = 0; i < philCount; i++)

{

ev[i] = CreateEvent(NULL, TRUE, FALSE, NULL);

ResetEvent(ev[i]);

}

for (int i = 0; i < philCount; i++)

{

WaitForSingleObject(iteration, INFINITE);

ResetEvent(iteration);

philNumber = i;

Philosophers[i] = CreateThread(NULL, 0, philosopher, NULL, 0, NULL);

}

\_getch();

return 0;

}

В данном коде используются синхронизация задач с помощью событий, они создаются с помощью функции CreateEvent, которой передаются следующие параметры:

* LPSECURITY\_ATTRIBUTES lpEventAttributes – атрибуты защиты объекта;
* BOOL bManualReset – флаг ручного сброса события;
* BOOL bInitialState – флаг начального состояния события (TRUE – событие создается в отмеченном состоянии, FALSE – начальным состоянием события будет неотмеченное состояние);
* LPCTSTR lpName – адрес строки, содержащей имя объекта-события.

Для перевода события в отмеченное (сигнализированное) состоя-ние используется функция SetEvent, которой в качестве параметра передается описатель объекта-события. Для перевода события в неотмеченное (несигнализированное) состояние используется функция ResetEvent, которой в качестве параметра передается описатель объекта-события.

Событие создается для каждой вилки и это предотвращает взятие вилки другим философом, если она уже используется другим. Так же для решения задачи используется критическая секция, в ней надо подойти к столу, начать есть, после чего уйти.